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Abstract 

 
In modern software development, managing dependencies effectively is critical to ensuring 
scalability, maintainability, and adaptability. Static dependency management approaches, while 
widely used, often fail to address the dynamic and evolving nature of software systems, leading to 
inefficiencies, potential bottlenecks, and increased risks. This paper explores a conceptual 
framework for Dynamic Dependency Management (DDM) leveraging clustering algorithms to 
address these challenges. 
 
The proposed approach organizes dependencies into clusters based on their interrelations, 
promoting modularity and minimizing coupling. By dynamically analyzing dependencies and 
grouping them through clustering techniques such as k-means and hierarchical clustering, the 
framework aims to improve decision-making during software maintenance, updates, and 
integrations. Conceptual scenarios demonstrate how this method can identify critical dependency 
clusters, optimize resource allocation, and enhance overall system robustness. 
 
While this study is theoretical, it highlights the transformative potential of clustering algorithms 
in revolutionizing dependency management practices. The findings underscore the significance of 
DDM in addressing the complexities of modern software ecosystems, offering a conceptual 
foundation for innovative dependency management practices. 
 
Keywords: Artificial Intelligence (AI), Dynamic Dependency Management (DDM), Software 
Maintenance, Clustering Algorithms. 
 
 

I. INTRODUCTION 
In software development, dependency management refers to the process of identifying, handling, 
and maintaining the interconnections between various components, modules, and libraries within 
a project. Effective dependency management ensures that software systems remain scalable, 
maintainable, and resilient over time. However, the increasing complexity of modern software 
ecosystems, characterized by rapid development cycles, continuous integration, and diverse 
technology stacks, has intensified the challenges associated with managing dependencies. Issues 
such as version conflicts, transitive dependencies, and fragile interdependencies often lead to 
system inefficiencies and increased maintenance costs, emphasizing the need for more advanced 
dependency management techniques. 
 
Traditionally, dependency management has relied on static approaches, where dependencies are 
defined and resolved at the time of system design or build. While effective for simpler systems, 
static methods fall short in addressing the dynamic nature of modern software environments. 
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Dynamic dependency management (DDM), in contrast, considers real-time changes, usage 
patterns, and evolving interconnections to adapt dependencies throughout the software lifecycle. 
The lack of dynamic approaches often results in bottlenecks during updates, limited modularity, 
and risks associated with unanticipated dependency changes. This paper seeks to address these 
limitations by proposing a conceptual framework that leverages clustering algorithms for dynamic 
dependency management, promoting enhanced adaptability and resilience. 
 
The primary objective of this study is to conceptualize a framework for managing software 
dependencies dynamically by using clustering algorithms. Specifically, the study aims to: 

 Demonstrate how clustering algorithms can group dependencies based on interrelations to 
improve modularity and reduce coupling. 

 Provide theoretical insights into how dynamic dependency management can enhance 
decision-making during software updates, maintenance, and integrations. 

 Highlight the potential benefits and challenges of adopting such an approach in modern 
software ecosystems. 

 
This study is a conceptual exploration and does not involve empirical validation or 
implementation. It focuses on outlining a theoretical framework for dynamic dependency 
management using clustering algorithms. The aim is to provide a foundation for understanding 
how clustering techniques can revolutionize dependency management practices and serve as a 
basis for future research and practical applications. By addressing the conceptual aspects, the 
study offers a high-level perspective on tackling the challenges of dependency management in 
complex software systems. 
 
 

II. RELATED WORK 
Dependency management is a cornerstone of software engineering, involving the identification, 
maintenance, and optimization of relationships among software components. This section reviews 
prior research on dependency management methodologies, the application of clustering 
algorithms in software engineering, and identifies gaps in existing approaches. 

 
Fig. 1. View of dependency counts in some popular coding languages [8] 

 
Traditional dependency management predominantly relies on static methods, where dependencies 
are defined and resolved during the build process. Chahal [1] introduced matrix-based 
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dependency representation as a tool for managing changes in component-based software systems, 
emphasizing the need for structured approaches in complex environments. 
 
Tools like the Dependency Structure Matrix (DSM) have been developed to encapsulate software 
architecture dependencies and enforce architectural design principles. Sangal et al. [2] illustrated 
DSM's capability to handle intricate interdependencies in large-scale systems, offering a systematic 
approach to managing software architectures. 
 
Clustering algorithms have emerged as an effective solution for addressing challenges in 
dependency management. Techniques such as k-means, hierarchical clustering, and spectral 
clustering have been applied to enhance software modularity, fault detection, and resource 
allocation. Kaur [3] proposed a dependency representation approach using clustering to manage 
components in software systems, demonstrating the practical utility of clustering techniques. 
  
Further advancements include domain-model-driven methods aimed at improving dependency 
discovery and accuracy. Strasunskas and Hakkarainen [4] presented a model-driven approach for 
managing dependencies in distributed software engineering environments, highlighting its 
potential for improving efficiency. Similarly, Keller and Kar [5] introduced a framework for tracing 
dynamic dependencies in service-oriented architectures, offering insights into managing complex, 
evolving systems. 
 
Oliva and Gerosa [6] proposed a conceptual framework that emphasizes identification, 
visualization, analysis, and restructuring of dependencies, underscoring the role of clustering 
algorithms in optimizing dependency management processes. 
 
Despite these advancements, notable gaps persist in the field. Most approaches focus on static or 
small-scale applications, which limits their scalability and effectiveness in modern, distributed 
systems. Abate et al. [7] highlighted the potential of formalized dependency-solving tools; 
however, their practical application in real-world scenarios remains constrained. 
 
Although traditional and dynamic approaches to dependency management have yielded valuable 
insights, integrating clustering algorithms into large-scale, real-time frameworks presents ongoing 
challenges. Addressing issues of scalability, empirical validation, and automation is essential for 
advancing dependency management practices in modern software ecosystems. 
 

 
III. CONCEPTUAL FRAMEWORK FOR DYNAMIC DEPENDENCY MANAGEMENT 
A. Overview of Dynamic Dependency Management 
Dynamic Dependency Management (DDM) addresses the limitations of static approaches by 
allowing dependencies to adapt in real-time to changes in a software system. Static dependency 
management, while effective for predictable and controlled environments, lacks the flexibility to 
handle evolving requirements, unexpected interactions, or dynamic integrations that characterize 
modern software ecosystems. Dynamic systems, on the other hand, continuously analyze and 
adapt to changing interdependencies, ensuring better scalability, maintainability, and fault 
tolerance. By accounting for runtime behaviors, usage patterns, and environmental factors, DDM 
provides a more resilient framework for managing complex software dependencies. 
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B. Role of Clustering Algorithms 
Clustering algorithms are well-suited for tackling the challenges of DDM as they can group 
interdependent modules, components, or libraries based on their relationships. These algorithms 
help uncover hidden patterns and modular structures within a dependency graph, enabling better 
organization and optimization. For instance: 

 K-means clustering: Groups dependencies into clusters by minimizing intra-cluster variance, 
making it easier to identify tightly coupled modules. 

 Hierarchical clustering: Builds a tree-like representation of dependencies, which can be 
particularly useful for visualizing relationships at different levels of granularity. 

 Spectral clustering: Uses graph-based techniques to identify clusters within dependency 
networks, effectively handling complex interrelations. 

 
By leveraging these algorithms, dependencies can be dynamically grouped and restructured to 
reduce coupling, improve modularity, and enhance the overall efficiency of the system. 
Clustering also facilitates the prioritization of critical dependencies, enabling teams to allocate 
resources effectively during development and maintenance. 
 
C. Proposed Methodology 
The proposed framework for Dynamic Dependency Management (DDM) using clustering 
algorithms outlines a systematic approach to addressing the challenges of managing dependencies 
in complex software systems. This methodology consists of four key stages: 

 
Fig. 2. Conceptual Framework for Dynamic Dependency Management 

 
Dependency Data Collection and Processing 
Effective dependency management begins with gathering accurate and comprehensive data about 
the system's dependencies. This involves: 
1. Data Sources: Collecting data from various sources such as build tools, runtime logs, and 

version control systems. These sources provide valuable insights into the components, their 
interactions, and their version histories. 
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2. Graph Representation: Transforming the collected data into a graph representation, where: 

 Nodes represent software components, modules, or libraries. 

 Edges denote relationships or interactions between components, such as method calls, shared 
resources, or import statements. 

3. Metadata Enrichment: Enhancing the dependency graph with additional attributes that 
provide context and aid in decision-making, such as: 

 Criticality: The importance of a component to system functionality. 

 Usage Frequency: How often a dependency is invoked or accessed. 

 Historical Failure Rates: Past issues associated with a dependency, which could indicate 
fragility or risk. 

 
Clustering Algorithm Selection and Application 
Once the dependency graph is prepared, clustering algorithms are applied to identify patterns and 
organize the dependencies into manageable groups. The choice of algorithm depends on the 
system’s characteristics and requirements: 
1. K-means Clustering: Suitable for systems with clear numerical metrics, such as coupling 

scores or interaction frequencies. This algorithm groups dependencies to minimize variance 
within clusters and maximize separation between them. 

2. Hierarchical Clustering: Effective for visualizing relationships at varying levels of granularity, 
hierarchical clustering creates a tree-like structure (dendrogram) to explore nested 
dependencies and subsystem hierarchies. 

3. Spectral Clustering: Ideal for highly interconnected or distributed dependencies. It uses graph 
theory to identify clusters based on the spectral properties of the dependency graph. 

  
Decision Factors and Optimization 
To ensure the effectiveness of the clustering process, several decision factors are considered: 
1. Modularity: Ensuring clusters are self-contained and can function independently as much as 

possible. This improves system modularity and reduces the ripple effects of changes. 
 
2. Cohesion: Clusters are validated to group components with similar functionality or tightly 

coupled interactions, enhancing maintainability. 
 
3. Coupling: Inter-cluster dependencies are minimized to reduce the fragility of the overall 

system, making it easier to update and scale. 
 
This stage focuses on refining clustering results to align with software architecture principles and 
system goals. 
 
Adaptation and Continuous Monitoring 
Dynamic systems are inherently subject to change, making continuous adaptation a cornerstone of 
effective dependency management: 
1. Reapplying Clustering: Clustering algorithms are periodically reapplied to account for: 

 New components or dependencies added during updates. 

 Changes in usage patterns or system behavior. 

 Evolving requirements due to scaling or integration of new features. 
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2. Feedback Mechanisms: Incorporating automated feedback loops to evaluate the clustering 
process. This ensures that clusters remain relevant and aligned with the system’s objectives 
over time. 

 
3. Monitoring and Alerts: Setting up real-time monitoring to detect significant changes in 

dependency behavior, such as increased coupling or emerging critical dependencies. Alerts can 
prompt reevaluation and adjustments to maintain system stability. 

 
By following this comprehensive methodology, the proposed framework offers a dynamic, 
flexible, and theoretically robust approach to managing dependencies in complex software 
systems. This framework prioritizes adaptability, scalability, and efficiency, enabling optimized 
resource allocation, enhanced fault isolation, and improved modularity. Through continuous 
refinement and monitoring, this approach ensures that dependency management remains effective 
in the face of evolving software ecosystems. 
 
 
IV. BENEFITS AND CHALLENGES 
A. Benefits 
Implementing Dynamic Dependency Management (DDM) with clustering algorithms offers 
several notable advantages in modern software projects: 
 
1. Enhanced Scalability and Adaptability 
By dynamically organizing and managing dependencies, the framework ensures that software 
systems can scale efficiently as new components are added or existing ones evolve. Clustering 
algorithms allow dependencies to adapt in real time, reducing the risk of bottlenecks and enabling 
seamless integration of new features or modules. 
 
2. Improved System Modularity 
Grouping dependencies based on interrelations promotes modularity, making the system easier to 
understand, maintain, and update. Modular clusters minimize interdependencies, reducing the 
potential impact of changes in one part of the system on others. 
 
3. Better Risk Management 
The identification of critical dependency clusters helps in prioritizing resources and mitigating 
risks associated with fragile or high-impact dependencies. By focusing attention on the most 
crucial areas, teams can preemptively address potential failures, improving overall system 
resilience. 
 
4. Optimized Resource Allocation 
With clear clustering, development and maintenance efforts can be directed more effectively, 
reducing wasted effort on low-impact dependencies and ensuring critical components receive 
adequate attention. 
 
5. Support for Continuous Evolution 
The dynamic nature of the framework ensures that dependency management evolves alongside 
the software, accommodating changing requirements, usage patterns, and architectural shifts 
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without disrupting system functionality. 
 
B. Challenges 
While the benefits of DDM are significant, its implementation is not without challenges: 
1. Computational Complexity 
The process of clustering dependencies, especially in large and distributed systems, can be 
computationally intensive. As the size of the dependency graph grows, the algorithms may require 
significant processing power and time, potentially impacting performance. 
 
2. Data Inaccuracies 
The effectiveness of clustering algorithms depends heavily on the quality and accuracy of the 
dependency data. Incomplete or outdated information can lead to suboptimal clustering, reducing 
the effectiveness of the framework. 
 
3. Dynamic Changes in Dependencies 
Frequent and unpredictable changes in dependencies can make it challenging to maintain accurate 
and up-to-date clusters. The framework must incorporate robust mechanisms for continuous 
monitoring and adaptation to keep pace with such changes. 
 
4. Algorithm Selection and Parameter Tuning 
Selecting the most appropriate clustering algorithm and fine-tuning its parameters for a specific 
software system can be complex and time-consuming. Different systems may require tailored 
approaches, adding to the complexity of the implementation. 
 
5. Integration into Existing Workflows 
Adopting DDM with clustering algorithms may require changes to existing development and 
maintenance processes. Resistance to change, coupled with the learning curve associated with new 
methodologies, could pose additional challenges. 
 
Despite these challenges, the benefits of enhanced scalability, modularity, and risk management 
make Dynamic Dependency Management a promising approach for addressing the complexities 
of modern software ecosystems. By anticipating and addressing these challenges, software teams 
can unlock the full potential of this framework to streamline and future-proof their projects. 
 
 

V. CASE STUDY SCENARIOS 
The following hypothetical scenarios illustrate how the proposed Dynamic Dependency 
Management (DDM) framework, leveraging clustering algorithms, can improve dependency 
management in software systems 
A. Scenario 1: Handling Updates in a Complex Software System 
Background 
A software system consists of multiple interdependent modules, each with its own set of external 
and internal dependencies. Regular updates to these modules often result in unanticipated side 
effects due to hidden or poorly documented interdependencies. 
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Challenge 
When one module is updated, it causes failures in several others that depend on it, leading to 
delays in deployment and increased maintenance effort. 
 
How the Framework Helps 
Using the DDM framework, dependencies across the system are analyzed and grouped into 
clusters based on their interactions. Critical clusters with high interdependency are flagged for 
thorough testing whenever any component within them is updated. This reduces the risk of 
cascading failures, accelerates deployment timelines, and ensures system stability. 
 
B. Scenario 2: Optimizing Dependency Management in a Scalable System 
Background 
A scalable software application integrates numerous libraries and modules to handle varying 
workloads. Over time, unused or redundant dependencies accumulate, leading to inefficiencies in 
performance and resource utilization. 
 
Challenge 
Identifying and managing unused dependencies becomes difficult due to the growing size and 
complexity of the system, negatively impacting scalability. 
 
How the Framework Helps 
The DDM framework clusters dependencies based on usage patterns, interconnections, and 
criticality. Low-usage or redundant dependencies are identified within specific clusters and 
flagged for removal. By streamlining the dependency landscape, the system achieves improved 
performance and reduced resource overhead, ensuring efficient scalability. 
 
C. Scenario 3: Improving Collaboration in a Multi-Team Environment 
Background 
In a large development project, multiple teams work on different modules of a system. Each team 
manages its dependencies independently, resulting in inconsistencies in dependency versions and 
configurations across the system. 
Challenge 
Integration issues arise frequently due to mismatched dependencies, causing delays and increased 
effort during system integration. 
 
How the Framework Helps 
The DDM framework analyzes and clusters dependencies across the entire system, highlighting 
shared and interdependent components. By identifying critical clusters that span multiple teams, 
the framework encourages collaboration to maintain consistent dependency versions and 
configurations, reducing integration issues and improving overall productivity. 
 
D. Scenario 4: Adapting to Dynamic Changes in Dependencies 
Background 
A software system undergoes frequent updates, with new components added and existing ones 
modified or removed. These changes affect the dependency structure, potentially causing conflicts 
and disruptions. 
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Challenge 
Maintaining an up-to-date and efficient dependency graph becomes challenging, leading to errors 
and inefficiencies during system operation. 
 
How the Framework Helps 
The DDM framework dynamically monitors dependencies and re-clusters them as changes occur. 
This continuous adaptation ensures that the dependency graph remains current and accurate, 
minimizing the impact of changes on system performance and stability. The framework also 
highlights newly emerging critical clusters, allowing for proactive management. 
 
E. Scenario 5: Enhancing Fault Isolation in a Distributed System 
Background 
A distributed software system consists of multiple loosely coupled components, each responsible 
for specific functionalities. Faults in one component occasionally propagate to others, making it 
difficult to isolate and address the root cause. 
 
Challenge 
Determining the scope and impact of a fault across dependencies is time-consuming and resource-
intensive. 
 
How the Framework Helps 
The DDM framework clusters dependencies based on their functional and operational 
relationships. When a fault occurs, affected clusters are quickly identified, narrowing down the 
scope for investigation. This targeted approach reduces the time and effort needed to isolate and 
resolve faults, improving system reliability. 
 
These conceptual scenarios demonstrate how the DDM framework can address common 
challenges in dependency management, fostering modularity, scalability, and adaptability. By 
grouping dependencies dynamically and identifying critical clusters, the framework supports 
efficient resource utilization and reduces operational risks. 

 
 

VI. DISCUSSION 
The proposed conceptual framework for Dynamic Dependency Management (DDM) using 
clustering algorithms offers a significant departure from traditional static methods. Existing 
approaches often rely on predefined dependency configurations that remain fixed during the 
software lifecycle. While effective for simpler systems, these methods struggle to adapt to the 
dynamic nature of modern software environments, where dependencies frequently evolve due to 
updates, scaling, or integrations. Tools like Dependency Structure Matrix (DSM) and static analysis 
techniques focus on capturing dependencies at a point in time but lack mechanisms for real-time 
adaptation. 
 
In contrast, the DDM framework leverages clustering algorithms to group dependencies 
dynamically, enabling the system to evolve alongside its components. By analyzing 
interdependencies and usage patterns, this approach provides a modular structure that can 
respond to changes more effectively. Furthermore, the integration of clustering techniques like k-
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means, hierarchical clustering, and spectral clustering allows for a more nuanced and scalable 
dependency management solution compared to the rigid structures of static methods. 
 
A. Potential Impact in Real-World Scenarios 
The adoption of the DDM framework has the potential to transform dependency management in 
real-world software systems. Its ability to dynamically adapt dependencies can 
 
Enhance Scalability: Allow systems to integrate new components seamlessly, supporting rapid 
development cycles and scaling needs. 
Improve Resilience: Identify and mitigate critical dependency clusters, reducing the risk of 
cascading failures during updates or changes. 
 
Optimize Resource Allocation: Highlight clusters requiring attention, enabling teams to prioritize 
maintenance and testing efforts effectively. 
 
Support Collaboration: Provide a shared view of dependencies across teams, fostering consistency 
and reducing integration issues in large, distributed projects. 
 
The framework's dynamic nature makes it particularly relevant for modern software ecosystems, 
such as those employing micro services or server less architectures, where dependencies are 
inherently complex and evolve continuously. 
 
B. Limitations of a Non-Implemented Approach 
As a conceptual exploration, the framework presents certain limitations: 
  
Lack of Empirical Validation: Without implementation, the effectiveness of clustering algorithms 
in real-world scenarios remains speculative. Metrics such as modularity, cohesion, and coupling, 
while theoretically robust, require validation against actual dependency data. 
 
Unaddressed Practical Challenges: Challenges such as computational complexity, data accuracy, 
and algorithm selection, while identified, have not been tested in practice. Their resolution may 
require tailored solutions for different software systems. 
 
Scalability Concerns: The scalability of clustering algorithms for very large dependency graphs, 
especially in distributed systems, is untested and could present practical bottlenecks. 
 
C. Future Directions for Empirical Validation 
To address these limitations and build on the conceptual framework, future research should focus 
on: 
Developing Prototype Implementations: Creating proof-of-concept tools to apply the framework 
in controlled environments, such as open-source projects or test systems, to evaluate its practical 
utility. 
 
Empirical Studies: Collecting and analyzing real-world dependency data to validate the clustering 
methodology and assess its impact on modularity, risk management, and scalability. 
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Algorithm Optimization: Exploring lightweight or domain-specific clustering algorithms to 
reduce computational complexity and improve scalability for large systems. 
Integration with Existing Tools: Investigating how the framework can complement or enhance 
existing dependency management tools, providing a pathway for incremental adoption in 
industry practices. 
 
Feedback Mechanisms: Incorporating adaptive feedback loops to refine clustering algorithms over 
time, ensuring alignment with evolving system requirements. 
 
In summary, the conceptual framework for DDM using clustering algorithms offers a promising 
approach to addressing the complexities of dependency management in modern software 
ecosystems. While the lack of implementation leaves its practical efficacy untested, the theoretical 
model provides a solid foundation for future research and development. By addressing the 
identified challenges and pursuing empirical validation, this framework has the potential to 
become a cornerstone of advanced dependency management practices. 
 
 
VII. CONCLUSION 
This paper presents a conceptual framework for Dynamic Dependency Management (DDM) using 
clustering algorithms, offering a novel approach to addressing the challenges of dependency 
management in modern software systems. By leveraging clustering techniques such as k-means, 
hierarchical clustering, and spectral clustering, the framework dynamically groups interdependent 
components, promoting modularity, reducing coupling, and enhancing scalability. 
 
The framework underscores the significance of dynamic dependency management in adapting to 
the complexities of evolving software ecosystems. Unlike traditional static methods, DDM 
accounts for real-time changes, usage patterns, and interdependencies, making it more suitable for 
large-scale and distributed systems. The benefits of this approach include improved risk 
management, optimized resource allocation, and enhanced system resilience. 
 
While this study is conceptual, it lays the groundwork for further exploration and practical 
implementation. Future research should focus on developing prototype tools, validating the 
framework with real-world data, and addressing challenges such as computational complexity and 
algorithm scalability. The integration of DDM with existing dependency management tools could 
revolutionize how dependencies are handled in diverse software ecosystems, fostering more 
adaptive and efficient development practices. 
 
By addressing these areas, the proposed framework has the potential to advance dependency 
management methodologies and contribute to the evolution of modern software engineering 
practices. 
 
 
REFERENCES 
1. K. Chahal, “Dependency management in component-based evolving software systems,” 

unpublished. 
2. Sangal, N., Jordan, E., Sinha, V., & Jackson, D., Using dependency models to manage complex 



 
International Journal of Core Engineering & Management 

Volume-7, Issue-04, 2022            ISSN No: 2348-9510 
 

255 

software architecture. Conference on Object-Oriented Programming Systems, Languages, and 
Applications, 2005 

3. K. Kaur, “Dependency management in component-based evolving software,” unpublished. 
4. D. Strasunskas and S. Hakkarainen, “Domain model-driven software engineering: A method 

for discovery of dependency links,” Inf. Softw. Technol., vol. 54, pp. 1239–1249, 2012. 
5. A. Keller and G. Kar, “Dynamic dependencies in application service management,” 
6. International Conference on Parallel and Distributed Processing Techniques and Applications, 

2000. 
7. G. Oliva and M. Gerosa, “A conceptual framework for dependency management,” 2013. 
8. P. Abate, R. D. Cosmo, R. Treinen, and S. Zacchiroli, “Dependency solving: A separate concern 

in component evolution management,” J. Syst. Softw., vol. 85, pp. 2228–2240, 2012. 
9. "Dependency Manager." Devopedia. [Online]. Available: https://devopedia.org/dependency-

manager. 
 


